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Abstract—In this paper, a comprehensive performance analysis 

of duplicate data detection techniques for relational databases 

has been performed. The research focuses on traditional SQL 

based and modern bloom filter techniques to find and eliminate 
records which already exist in the database while performing 

bulk insertion operation (i.e. bulk insertion involved in the 

loading phase of the Extract, Transform, and Load (ETL) 

process and data synchronization in multisite database 

synchronization). The comprehensive performance analysis was 

performed on several data sizes using SQL, bloom filter, and 

parallel bloom filter. The results show that the parallel bloom 
filter is highly suitable for duplicate detection in the database. 
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I. INTRODUCTION  

Duplicate record detection [1, 2] is a process of identifying 
pairs of records that belong to the same entity in one or more 
databases. Despite the development of many indexing 
techniques like ISAM, B-Tree, Bitmap, and Hash indexing, 
still the process of matching two records that belong to the 
same entity requires time which is proportional to the number 
of existing records. Therefore, an alternative technique is 
required to perform duplicate record detection. Duplicate data 
detection has very important applications in many critical areas 
including databases, distributed databases, and data 
warehouses. Data synchronization is a task demanded in a 
centralized database in case of standby after a database failure, 
or in a distributed database when we have to synchronize 
multiple remotely distributed database instances, or even in the 
Load part of the Extraction, Transform, and Load (ETL) 
process where new data have to be loaded into the database in a 
continuous process. Data streams like video, audio, etc. are 
some of the sources of big data which we want to process in 
real-time. In-stream processing, duplicate data detection is one 
of the most important tasks but at the same time it is very 

challenging due to the amount of data that continuously arrive 
at high speed. We can deal with these challenging requirements 
through a more robust technique like bloom filters which have 
the potential to perform better than the traditional duplicate 
detection techniques used in relational databases. Therefore, in 
this paper, we will deeply investigate the application of bloom 
filters in order to identify duplicate records in databases, 
distributed databases, and data warehouses. The main objective 
of the paper is to implement in SQL, bloom filter, and parallel 
bloom filter duplication detection techniques and to decide 
which one is the most appropriate for duplication detection. 

II. RELATED WORK 

Bloom filter [3] is a probabilistic data structure developed 
in 1970. Bloom filters are primarily based on hash functions. 
Bloom filters are a space-efficient data structure based on the 
computation of several hash functions. A Bloom filter has zero 
probability of false negative, but it can have more than zero 
probability of false positive (though it is possible to minimize 
the false-positive probability to zero depending on parameter 
selection). False-positive means that the filter may identify a 
new entry as already existing, even though this is not true. In 
addition to highly space-efficient, operations like Insert and 
Search are very fast in bloom filters. Deletion is generally not 
allowed in the bloom filters due to the additional required 
amount of work. While deciding about the bloom filter, one 
must consider a tradeoff between the space and false positive. 
So, if space is more important, then the bloom filter is an ideal 
choice (with a very little chance of false-positive). However, if 
even a little chance of false positives cannot be tolerated, then, 
in that case, one cannot use the bloom filter. Many different 
variants of the original bloom filters have been proposed which 
include but are not limited to counting bloom filter [4], d-Left 
counting bloom filter [5], compressed bloom filter [6], 
bloomier filter [7], space-code bloom filter [8], dynamic bloom 
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filter [9], etc. The applications of bloom filters [10, 11] include 
but are not limited to spell checking, collaboration in P2P 
networks, resource and packet routing, cache optimization, 
URL shortening, video recommendation, string matching, spam 
filtering, DoS and DDoS detection, anomaly detection, etc. In 
this research, we applied SQL, bloom filter, and parallel bloom 
filter to perform duplicate detection while performing bulk 
insertion operation in database, distributed database, and data 
warehouse using different numbers of tuples (i.e. from 
thousand to one million tuples in the tables as well as for the 
bulk operation) in the table. 

III. PROPOSED METHODOLOGY 

The discussion in the previous section acknowledged the 
importance of duplication detection in databases, distributed 
databases, and data warehouses while importing bulk data. 
Duplication detection in large databases is a very 
computational hungry task because each inserting record needs 
to be compared with all the exiting records in the database. It is 
important to note that we cannot perform a comparison based 
on primary keys because data are coming from various sources. 
In this research work, we have implemented three different 
approaches (i.e. SQL, bloom filter, and parallel bloom filter) to 
compare their performance on duplicate detection using 
different number of records (i.e. existing records in the 
table/new records to insert in the table ratio equal to 
1000/1000, 10000/10000, 100000/100000, and 
1000000/1000000). The overall process flow of each approach 

is described in Figure 3 for SQL based approach, Figure 4 for 
bloom filter, and Figure 5 for the parallel bloom filter. The 
Table used to perform duplicate detection is shown in Figure 1, 
while the script used to generate data is shown in Figure 2. The 
different steps of each approach are described below: 

 
CREATE Table Students 

( 

 Stud_id int identity primary key, 

 Stud_name nvarchar(25),   

 Stud_address nvarchar(100), 

 Stud_country nvarchar(25) 

) 

Fig. 1.  Schema of the table used for analysis 

Declare @Id int  

Declare @TotalRecords int 

Set @Id = 1 

Set @TotalRecords = 1000 

 

While @Id <= @TotalRecords  

Begin  

 

insert into Students values 

('Student - ' + CAST(floor(RAND() * 100) as nvarchar(25)), 

'Address - ' + CAST(floor(RAND() * 100) as nvarchar(100)), 

'Country - ' + CAST(floor(RAND() * 100) as nvarchar(25))) 

 Set @Id = @Id + 1 

 

End 

Fig. 2.  Script used to generate random data 

 

 
Fig. 3.  The workflow of duplication detection using SQL based approach 

 

 
Fig. 4.  The workflow of duplication detection using bloom filter-based approach 
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Fig. 5.  The workflow of duplication detection using parallel bloom filter-based approach 

A. SQL Based Approach 

The different steps involved in finding duplicate records 
using SQL based approach are described below: 

• Step 1: In this step, data from the import file are loaded by 
the application. 

• Step 2: In this step, the next record is fetched from the file. 
If a record exists, then move to Step 3 otherwise end the 
process. 

• Step 3: In this step, all columns of the record are 
concatenated without key column.  

• Step 4: In this step the record (i.e. concatenated columns) 
has been matched with all existing records (i.e. each record 
with concatenated columns) in the table for a duplicate 
check using the Where clause in the Select statement. 
Figure 6 shows the concatenated column query. 

• Step 5: In this step, if the record does not exist, then insert it 
into the actual table. Otherwise, insert into the duplicate 
database. Go back to step 2. 

 
select * from Students where concat(stud_name, stud_address, 

stud_country) = ‘Name,Address,country’ 

Fig. 6.  The select statement 

B. Bloom Filter-Based Approach 

The steps involved in finding duplicate records using the 
bloom filter-based approach are described below: 

• Steps 1-3, 5 are the same as in the SQL based approach.  

• Step 4: In this step the records (i.e. concatenated columns) 
are matched with all existing records (i.e. each record with 
concatenated columns) in the bloom filter without involving 
the source table in the search process. The bloom filter must 
be updated for each record inserted into the source table. 
So, the bloom filter always reflects the current state of the 
table in the database.  

C. Parallel Bloom Filter-Based Approach 

The steps involved in finding duplicate records using 
parallel bloom filter-based approach are described below: 

• Steps 1-3, 5 are the same as in the SQL and bloom filter-
based approaches.  

Step 4: This step is like step 4 of bloom filter, but the only 
difference is that the records (i.e. concatenated columns) are 
matched in parallel with all existing records (i.e. each record 
with concatenated columns) in the bloom filter. This helps in 
utilizing multiple cores of the host machine and reduces the 
time required to match all the records. 

IV. RESULTS AND DISCUSSION  

The workflow of the three approaches used in this paper is 
presented in Figures 3-5. All three approaches were used to 
detect duplicates in four different cases. In case I, the table 
contains 1000 records and the bulk insert file also contains 
1000 records (950 unique and 50 duplicate records). In case II, 
the table contains 10000 records and the bulk insert file also 
contains 10000 records (9800 unique and 200 duplicate 
records). In case III, the table contains 100000 records and the 
bulk insert also contains 100000 records (95000 unique and 
5000 duplicate records). In case IV, the table contains 1000000 
records and the bulk insert file also contains 1000000 records 
(850000 unique and 150000 duplicate records). The obtained 
results (i.e. process time, and time) after the execution of all 
combination of analysis are presented in Table I. 

TABLE I.  EXPERIMENTAL RESULTS FOR DUPLICATION DETECTION 

Number of Records Technique 
Time 

(H:min:s.ms) 

Time 

(ms) 

Existing: 1000 

New: 1000 

Unique New: 950 

Duplicate New: 50 

BF 00:00:00.010 10 

Parallel BF 00:00:00.010 10 

Query 00:00:09.320 9320 

Existing: 10000 

New: 10000 

Unique New: 9800 

Duplicate New: 200 

BF 00:00:00.050 50 

Parallel BF 00:00:00.030 30 

Query 00:02:26.880 146880 

Existing: 100000 

New: 100000 

Unique New: 95000 

Duplicate New: 5000 

BF 00:00:00.450 450 

Parallel BF 00:00:00.210 210 

Query 01:14:43.170 4483170 

Existing: 1000000 

New: 1000000 

Unique New: 850000 

Duplicate New: 150000 

BF 00:00:04.850 4850 

Parallel BF 00:00:01.930 1930 

Query 14:01:23.190 50483190 

BF: Bloom filter 
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Figure 7 compares visually the performance of SQL, bloom 
filter, and parallel bloom filter approaches. The graph in Figure 
7 is plotted using Log10 of time in ms instead of time in ms and 
the number of records to process (the reason this is the rapidly 
growing difference between the process execution time of SQL 
and the other approaches with increase in the number of rows 
to compare) between the processing time of SQL and bloom 
filter/parallel bloom filter approach. Figure 8 compares the 
performance of bloom-filter and parallel bloom-filter. Tabular 
and visual analyses clearly show the high suitability of parallel 
bloom filter for duplicate detection. It becomes the only viable 
solution when the number of rows in the table or the rows that 
need to insert becomes very large. 

 

 
Fig. 7.  Execution time for duplicate detection comparison 

 
Fig. 8.  Execution time for duplicate detection comparison 

V. CONCLUSION 

This study presented a comprehensive performance analysis 
of three database duplicate detection techniques. Performance 
analysis was conducted using different numbers of existing 
records in the database with bulk data insertion of different 
sizes. The relative time difference between SQL and bloom 
filter-based for duplicate detection and insertion rapidly 
increases with the increase in the record number. The relative 
time difference between the bloom filter and the parallel bloom 
filter also substantially increases with the increase of records, 
although not that rapidly. The research concludes that parallel 
bloom filter is the most scalable and the optimum solution for 
duplicate detection in databases, distributed databases, data 

warehouses, and in general for any application which requires 
duplicate detection. Due to the advent of modern highly 
parallel computing architecture, it is highly advisable to 
implement a parallel version of the algorithm which can scale 
on multicore and multiple processors to efficiently utilize the 
aggregate computing power. 
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