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Abstract. This review paper gives Excel functions for highly precise Colebrook’s pipe 

flow friction approximations developed by users. All shown codes are implemented as 

User Defined Functions – UDFs written in Visual Basic for Applications – VBA, a 

common programming language for MS Excel spreadsheet solver. Accuracy of the 

friction factor computed using nine to date the most accurate explicit approximations is 

compared with the sufficiently accurate solution obtained through an iterative scheme 

which gives satisfying results after sufficient number of iterations. The codes are given 

for the presented approximations, for the used iterative scheme and for the Colebrook 

equation expressed through the Lambert W-function (including its cognate Wright ω-

function). The developed code for the principal branch of the Lambert W-function has 

additional and more general application for solving different problems from variety 

branches of engineering and physics. The approach from this review paper automates 

computational processes and speeds up manual tasks. 

Key words: Hydraulic resistance, Colebrook flow friction, Lambert W-function, Excel 

Macro Programming, Visual Basic for Applications (VBA), User Defined 
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1. INTRODUCTION 

The Colebrook equation from 1939 [1], Eq. (1), is an informal standard widely accepted 

in engineering practice for calculation of turbulent Darcy’s fluid flow friction factor. It is 

an empirical equation based on an experiment with air flow through a set of smooth to fully 

rough pipes performed by Colebrook and White in 1937 [2]. The Moody diagram [3] in its 

turbulent part represents a graphical interpretation of the Colebrook equation. 
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In Eq. (1), dimensionless turbulent Darcy flow friction factor is given as f, the 

dimensionless Reynolds number as Re, the dimensionless relative roughness of inner pipe 

surface as ε, while Briggsian decimal logarithm (to base 10) is given as log10 and Napierian 

natural logarithm (to base e, where e≈2.718) as ln. 

As shown in Eq. (1), the Colebrook equation is given in an implicitly entangled 

logarithmic form which cannot be solved in terms of elementary functions. It can be solved; 

1) iteratively (such solution can be treated as accurate after sufficient number of iterations) 

[4,5], or 2) using one-step approximate formulas specially developed for such purpose 

(maximal error of such formulas can be estimated in advance). Therefore, for solving the 

Colebrook equation, various explicit approximations [6-11] can be used to avoid long 

computing times caused by iterative schemes during the numerical simulations of pipelines 

for transport of various fluids [12,13]. Also, the Colebrook equation can be analytically 

expressed through the Lambert W-function [14-18], but anyway the Lambert W-function 

itself is an implicit function which can only be solved either iteratively or approximately 

using specially developed one-step formulas [19,20].  

Fast and accurate execution of codes during calculation of pipe flow friction is essential 

for calculation of pressure drop and flow rate in oil and gas industry, water distribution, in 

chemical engineering, etc. To facilitate use of the Colebrook equation in spreadsheet solver 

MS Excel [21,22], codes written in Visual Basic for Applications (VBA) based on the 

available highly precise explicit approximations [23-30] are given as User Defined 

Functions (UDFs) and compared in this review paper. Such approach automates computational 

processes and speeds up manual tasks. 

2. VISUAL BASIC FOR APPLICATIONS EXCEL USER DEFINED FUNCTIONS 

The codes for solving the Colebrook equation used in this review paper are shown 

through macros for MS Excel written in Visual Basic for Applications (VBA). In essence, 

a macro is a term that refers to a set of programming instructions that automates tasks by 

creating custom calculations that can be used repeatedly throughout workbooks and which 

can be called by the host application as User Defined Function (UDF). The VBA is closely 

related to Visual Basic programming language, but on the contrary, VBA codes can only 

run within a host application, and not as a standalone program. The here presented codes 

are compiled to a proprietary intermediate language that can be executed by MS Excel, 

which is the host application in this case. An UDF should be placed in module following 

the appropriate syntax of the VBA programming language as shown in Fig. 1. 

To prepare the UDFs for the explicit approximations of the Colebrook equation, the 

following steps in MS Excel need to be followed: 

1) Keyboard shortcut “ALT + F11” should be pressed to open the Visual Basic Editor 

(a screen similar as in Fig. 1 should appear), 

2) In the Visual Basic Editor, a Module for UDFs, should be opened using “Insert” 

button from the ribbon, and by choosing “Module” from the drop menu, 

3) In the opened module, the UDF should be written using appropriate syntax of the 

VBA programming language,  
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4) Using “Debug” button from the ribbon, the current project should be compiled by 

choosing “Compile VBAProject” from the drop menu, and 

5) Finally, the current UDF should be saved with extension “xlam”, using “File” 

button and then “Save as” from drop menu (it will be saved by default in: 

'C:\Users\[user name]\AppData\Roaming\Microsoft\AddIns\[name of the 

document].xlam'). 

 

Fig. 1 Visual Basic Editor 

The syntax of any UDF for MS Excel written in VBA programming language has few 

main parts, such as: 

▪ Every function starts with “Function” and finishes with “End Function”, 

▪ Specific name of the function should be defined (designated by user and avoiding 

reserved names), 

▪ After the designated name of the function, inputs should be specified in parentheses, 

▪ Data type of inputs and output should be defined using “As” (the data type of other 

used parameters with “Dim” and “As”), 

▪ In the body of the function, after the part with calculation but before “End 

Function”, a return value should be assigned to the name of the function. 

▪ Like any other Excel function, an UDF can be called from any Excel cell (if it is 

properly loaded). 

The syntax of the MS Excel and of the VBA programming language are different. For 

example, in-built function which returns value for the Napierian natural logarithm, in the 

VBA programming language is “log” while in MS Excel is “ln” (“ln” is not reserved name 

in the VBA). However, until recently, reusable UDFs could be implemented only through 

scripts written using different syntax than for Excel formulas, using VBA or using 

JavaScript. Now, Excel users can use a new feature called “Lambda” which introduce the 

ability to create custom functions using Excel's formula language [31]. 
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3. SOLUTIONS TO THE COLEBROOK EQUATION WITH THEIR SOFTWARE CODES 

Using iterative schemes [4,5,22], the Colebrook equation in its native implicit form can 

be solved with high accuracy after sufficient number of iterations. On the other hand, very 

accurate explicit approximations of the Colebrook equation introduce certain small error 

which can be predicted in advance [6-11] and which is analyzed in further text. 

Alternatively, the Colebrook equation can be transformed analytically in an explicit 

form through the Lambert W-function [14-18]. This approach provides the same accuracy 

as obtained through an iterative solution, but with a constraint that an overflow error can 

occur in certain computational approaches for the high values of the argument of the 

Lamber W-function if the calculation is performed as usually in a computer with standard 

registers [32,33].  

The Lambert W-function is itself an implicitly given function that needs to be further 

evaluated iteratively or using specially developed approximate formulas [34] (such solutions of 

the Lambert W-function have wide application in engineering and physics [19]). 

After thorough examination of the approximations of the Colebrook equation from available 

literature [6-11], nine most accurate explicit approximations [23-30] were selected for analysis 

and for comparisons performed in this review paper. The examined approximations are ranked 

in Table 1 in terms of 1) accuracy, and 2) time taken for execution: 

1) The relative error is calculated as │(f-fi)/fi│·100%, where fi is the friction factor 

from an iterative scheme, while f is calculated using the observed approximation.  

2) Approximations require computational resources in terms of the number of floating 

points for execution and therefore simpler approximations are faster in computer 

simulations [37-41] (speed of nine selected approximations are evaluated using 

methodology from [42,43]). Computational effort for the mathematical operations 

was determined by performing 100 million calculations for each mathematical 

operation using random input each repeated five times, with the average 

computational time recorded. The results are [44]: Addition-23.40sec, Subtraction-

27.50sec, Multiplication-36.20sec, Division-31.70sec, Squared-51.10sec, Square 

root-53.70sec, Fractional exponential-77.60sec, Napierian natural logarithm-63.00sec, 

and Briggsian decimal logarithm to base 10-78.80sec. 

Accuracy is checked using 2 Million quasi-random and as well 90 thousand and 740 

uniformly distributed samples, as in [9,23,35,36], which covers the whole domain of the 

Reynolds number, Re and of the relative roughness of inner pipe surface, ε, which are 

commonly used in engineering practice; 2320<Re<108 and 0<ε<0.05.  

Explicit approximations of the Colebrook equation should be not only accurate but also 

simple for computation (Fig. 2 shows error distribution for the four most accurate 

approximations). 

The approximations of the Colebrook equation from Table 1 are shown in further text, 

while the related algorithms and codes are given for the four most accurate approximations. 

The distribution of the maximal relative error is irregular for all available approximations of 

the Colebrook equation. 
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Fig. 2 Distribution of the maximal relative error of the extremely accurate explicit 

approximations (the error less than 0.01%) 
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Table 1 Results of accuracy and efficiency of the examined approximations with the 

relative error lower than 0.1%. 

Approximation Maximum 

relative error 

(%) 

Execution 

time (sec) 

Ratio of 

maximum 

relative error 

Ratio of 

execution time 

Praks and Brkić -sr1 [23] – Eq. (4) 0.001204 450.7 1 1.02 

Serghides [29] – Eq. (5) 0.002560 906.4 2.13 2.06 

Vatankhah [25] – Eq. (6) 0.005952 760 4.94 1.73 

Romeo et al. [28] – Eq. (7) 0.007468 817.2 6.20 1.86 

Buzzelli [27] – Eq. (8) 0.019944 667.8 16.56 1.52 

Praks and Brkić -se2 [23] – Eq. (9) 0.058517 573.9 48.60 1.30 

Offor and Alabi [26] – Eq. (10) 0.062704 477.1 52.08 1.08 

Shacham [30] – Eq. (11) 0.083068 567 68.99 1.29 

Lamri [24] – Eq. (12) 0.097438 440.2 80.93 1 
1sr - symbolic regression of the Wright ω-function, 2se - series expansion of the Wright ω-

function; Ratios are given in respect to the most accurate and fastest approximation. 

3.1. Iterative Solutions 

Iterative schemes are most suitable for the implicitly given types of equations, such as 

for the Colebrook equation [4,5]. The Lambert W-function which is used to express the 

Colebrook equation in explicit form, is also implicitly given and therefore is also suitable 

for evaluation using iterative methods [34]. 

3.1.1. Simple fixed-point iterative scheme 

The Colebrook equation for flow friction is suitable for calculation in its native form 

through an iterative method. A chosen simple starting point x0=5 for the fixed-point 

iterative scheme as from the algorithm in Fig. 3 is in the range of applicability of the 

Colebrook equation and can assure fast convergence, while the final solution can be 

reached after 2 to 11 iterations using xi = −0.8686 · ln (
2.51·xi−1

Re
+

ε

3.71
), where x =

1 

√f
. 
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error
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Simple fixed-point iterative scheme
 

Fig. 3 Algorithm for simple fixed-point iterative scheme for solving the Colebrook equation 
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The VBA code for solving the Colebrook equation through simple fixed-point iterative 

scheme is given as follows: 

𝐹𝑢𝑛𝑐𝑡𝑖𝑜𝑛 𝐶𝑂𝐿𝐸𝐵𝑅𝑂𝑂𝐾𝐼𝑇𝐸(𝑅𝐸𝑌𝑁𝑂𝐿𝐷𝑆 𝐴𝑠 𝐷𝑜𝑢𝑏𝑙𝑒, 𝐸𝑃𝑆𝐼𝐿𝑂𝑁 𝐴𝑠 𝐷𝑜𝑢𝑏𝑙𝑒) 𝐴𝑠 𝐷𝑜𝑢𝑏𝑙𝑒 

𝐷𝑖𝑚 𝑥, 𝑥𝑐𝑜𝑛𝑡 𝐴𝑠 𝐷𝑜𝑢𝑏𝑙𝑒 

𝐼𝑓 𝑅𝐸𝑌𝑁𝑂𝐿𝐷𝑆 <  2320 𝑂𝑟 𝑅𝐸𝑌𝑁𝑂𝐿𝐷𝑆 >  100000000# 𝑂𝑟 𝐸𝑃𝑆𝐼𝐿𝑂𝑁 <  0 𝑂𝑟 𝐸𝑃𝑆𝐼𝐿𝑂𝑁 >  0.05 𝑇ℎ𝑒𝑛 

𝐶𝑂𝐿𝐸𝐵𝑅𝑂𝑂𝐾𝐼𝑇𝐸 =  𝐶𝑉𝐸𝑟𝑟(𝑥𝑙𝐸𝑟𝑟𝑉𝑎𝑙𝑢𝑒) 
𝐸𝑥𝑖𝑡 𝐹𝑢𝑛𝑐𝑡𝑖𝑜𝑛 

𝐸𝑛𝑑 𝐼𝑓 

𝑥𝑐𝑜𝑛𝑡 = 0 

𝑥 =  5 

𝐷𝑜 𝑈𝑛𝑡𝑖𝑙 𝐴𝑏𝑠(𝑥 −  𝑥𝑐𝑜𝑛𝑡)  <  0.000000001 

𝑥𝑐𝑜𝑛𝑡 =  𝑥 

𝑥 =  −2 / 𝐿𝑜𝑔(10)  ∗  𝐿𝑜𝑔(2.51 ∗  𝑥 / 𝑅𝐸𝑌𝑁𝑂𝐿𝐷𝑆 +  𝐸𝑃𝑆𝐼𝐿𝑂𝑁 / 3.71) 
𝐿𝑜𝑜𝑝 

𝑥 =  𝑥 ^  − 2 

𝐶𝑂𝐿𝐸𝐵𝑅𝑂𝑂𝐾𝐼𝑇𝐸 =  𝑥 

𝐸𝑛𝑑 𝐹𝑢𝑛𝑐𝑡𝑖𝑜𝑛 

3.1.2. Lambert W-function 

To date, the only way to transform analytically the Colebrook equation from its native 

implicit form into an explicit form is through the Lambert W-function [18]. A version from 

[23,36] is given in Eq. (2), with the related algorithm in Fig. 4 and the code as follows (to 

use this code, additional UDF “LAMBERT” should be defined as explained in further text). 
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Fig. 4 Algorithm for solving the Colebrook equation expressed through the Lambert  

W-function 
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𝐹𝑢𝑛𝑐𝑡𝑖𝑜𝑛 𝐶𝑂𝐿𝐸𝐵𝑅𝑂𝑂𝐾𝐿𝐴𝑀𝐵𝐸𝑅𝑇(𝑅𝐸𝑌𝑁𝑂𝐿𝐷𝑆 𝐴𝑠 𝐷𝑜𝑢𝑏𝑙𝑒, 𝐸𝑃𝑆𝐼𝐿𝑂𝑁 𝐴𝑠 𝐷𝑜𝑢𝑏𝑙𝑒) 𝐴𝑠 𝐷𝑜𝑢𝑏𝑙𝑒 

𝐷𝑖𝑚 𝑧, 𝐴, 𝐵, 𝑥, 𝑦, 𝑓 𝐴𝑠 𝐷𝑜𝑢𝑏𝑙𝑒 

𝐼𝑓 𝑅𝐸𝑌𝑁𝑂𝐿𝐷𝑆 <  2320 𝑂𝑟 𝑅𝐸𝑌𝑁𝑂𝐿𝐷𝑆 >  100000000# 𝑂𝑟 𝐸𝑃𝑆𝐼𝐿𝑂𝑁 <  0 𝑂𝑟 𝐸𝑃𝑆𝐼𝐿𝑂𝑁 >  0.05 𝑇ℎ𝑒𝑛 

𝐶𝑂𝐿𝐸𝐵𝑅𝑂𝑂𝐾𝐿𝐴𝑀𝐵𝐸𝑅𝑇 =  𝐶𝑉𝐸𝑟𝑟(𝑥𝑙𝐸𝑟𝑟𝑉𝑎𝑙𝑢𝑒) 
𝐸𝑥𝑖𝑡 𝐹𝑢𝑛𝑐𝑡𝑖𝑜𝑛 

𝐸𝑛𝑑 𝐼𝑓 

𝑧 =  2 ∗  2.51 / 𝐿𝑜𝑔(10) 
𝐴 =  𝑅𝐸𝑌𝑁𝑂𝐿𝐷𝑆 ∗  𝐸𝑃𝑆𝐼𝐿𝑂𝑁 / (3.71 ∗  𝑧) 
𝐵 =  𝐿𝑜𝑔(𝑅𝐸𝑌𝑁𝑂𝐿𝐷𝑆)  −  𝐿𝑜𝑔(𝑧) 
𝑥 =  𝐴 +  𝐵 

𝑦 =  𝐿𝐴𝑀𝐵𝐸𝑅𝑇(𝐸𝑥𝑝(𝑥))  −  𝑥 

𝑓 =  ((𝑧 / 2.51)  ∗  (𝐵 +  𝑦)) ^  − 2 

𝐶𝑂𝐿𝐸𝐵𝑅𝑂𝑂𝐾𝐿𝐴𝑀𝐵𝐸𝑅𝑇 =  𝑓 

𝐸𝑛𝑑 𝐹𝑢𝑛𝑐𝑡𝑖𝑜𝑛 

In some of the cases such as in [18,32], the argument of the Lambert W-function is fast-

growing and for the values of x>e709.7827, e≈2.718, an overflow error can occur [33] while 

the Colebrook equation expressed in that way cannot be solved always in a computer due 

to its limited capacity of registers (see Fig. 5). However, a version from [23,36] as given 

in Eq. (2) uses the Lambert W-function with a shifted argument which allows computation 

avoiding the explained overflow error. 

 

Fig. 5  Constraints for using the Lambert W-function for solving the Colebrook equation 

(based on [18,32]) 

The Halley iterative scheme, Eq. (3), is used here for evaluation of the principal branch 

of the Lambert W-function. The Lambert W-function function in suitable form is given as 

Li-1, with its first and second derivative given as L’i-1 and L”i-1. This solution is valid for 

real values for x>-1/e, where e≈2.718. 

To start the Halley iterative scheme for solving the principal branch of the Lambert W-

function, a simple and sufficient starting point x0=1 can be chosen, which makes the 

algorithm from Fig. 6 fast for execution. The principal branch of the Lambert W-function 

is used often in engineering and physics [19] meaning that the algorithm from Fig. 6 can 

have much wider application aside for the Colebrook equation. 
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Principal branch of the Lambert W-function
 

Fig. 6 Algorithm for the principal branch of the Lambert W-function 

The code for solving the principal branch of the Lambert W-function is given as 

follows: 

Function LAMBERT(x As Double) As Double 
′ computes the principal branch for x > −Exp(−1) and for real values only 
Dim Wx,Wxcont, L, Lprim, Lsec As Double 
Dim iter As Integer 
If x <  −Exp(−1) Then 

LAMBERT =  CVErr(xlErrValue) 
Exit Function 

End If 
Wx =  1 

Do Until Abs(Wxcont −  Wx)  <  0.000000001 

Wxcont =  Wx 
L =  Wx ∗  Exp(Wx) –  x 
Lprim =  Exp(Wx) ∗  (Wx +  1) 
Lsec =  Exp(Wx) ∗  (Wx +  2) 
Wx =  Wx −  L / (Lprim − (L ∗  Lsec / (2 ∗  Lprim))) 
Loop 

LAMBERT =  Wx 
End Function 

3.2. Explicit Approximations of the Colebrook Equation 

Explicit approximations of the Colebrook equation which introduce a maximal relative 

error less than 0.1% are given in Table 1. Four of them, Praks and Brkić based on symbolic 

regression and on the Wright ω-function [23], Serghides [29], Vatankhah [25] and Romeo 

et al. [28], introduce a relative error of less than 0.01% and can be classified as extremely 

accurate, while those five, Buzzelli [27], Praks and Brkić based on series expansion of the 
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Wright ω-function [23], Offor and Alabi [26], Shacham [30] and Lamri [24], with the 

maximal relative error between 0.01% and 0.1% can be classified as very accurate 

approximations. 

Algorithms and VBA codes are given here only for extremely accurate approximations 

while coding of the further approximations is not shown [44]. 

3.2.1. Praks and Brkić approximation based on the Wright ω-function  

and symbolic regression 

Praks and Brkić approximation [23], given in Eq. (4) with the algorithm in Fig. 7, is 

based on the Wright ω-function and on symbolic regression. The Wright ω-function is a 

cognate of the Lambert W-function where W(ex)-x=ω(x)-x, which is used to eliminate fast-

growing term ex from calculation. The shown approximation y of ω(x)-x is very accurate 

within the domain valid for the Colebrook equation, i.e., between 7.51<x<619 (symbolic 

regression is used to approximate ω(x)-x in this domain). 

 

1

√f
≈ 0.8685972 · (B + y)

A ≈
Re·ε

8.0897

B ≈ ln(Re) −0.779626
x ≈ A + B
C ≈ ln(x)

y ≈
C

x−0.5588·C+1.2079
− C }

 
 
 

 
 
 

 (4) 

Yes

No

error

Praks and Brkić (symbolic regression) - Eq. (4)
 

Fig. 7 Algorithm for the Praks-Brkić (symbolic regression) approximation 
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The VBA code based on algorithm from Fig. 7 is given as: 

Function PRAKSBRKIC(REYNOLDS As Double, EPSILON As Double) As Double 
Dim A, B, x, c, y, f As Double 
If REYNOLDS <  2320 Or REYNOLDS >  100000000# Or EPSILON <  0 Or EPSILON >  0.05 Then 

PRAKSBRKIC =  CVErr(xlErrValue) 
Exit Function 

End If 
A =  REYNOLDS ∗  EPSILON / 8.0897 

B =  Log(REYNOLDS) −  0.779626 

x =  A +  B 

C =  Log(x) 
y =  C / (x −  0.5588 ∗  C +  1.2079) −  C 

f =  (0.8685972 ∗  (B +  y)) ^ − 2 

PRAKSBRKIC =  f 
End Function 

3.2.2. Serghides approximation 

The Serghides approximation [29] is based on Steffensen iterative scheme [4], and the 

shown version, Eq. (5) is improved by genetic algorithms [35,45,46]. It is given in Eq. (5), 

with related algorithm in Fig. 8. 

 

1

√f
≈ A −

(B−A)2

C−2·B+A

A ≈ −0.8686 · ln (
ε

3.71
+

12.585

Re
)

B ≈ −0.8686 · ln (
ε

3.71
+

2.51·A

Re
)

C ≈ −0.8686 · ln (
ε

3.71
+

2.51·B

Re
)}
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error

Serghides - Eq. (5)
 

Fig. 8 Algorithm for the Serghides approximation 
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The VBA code based on algorithm from Fig. 8 is given as: 

𝐹𝑢𝑛𝑐𝑡𝑖𝑜𝑛 𝑆𝐸𝑅𝐺𝐻𝐼𝐷𝐸𝑆(𝑅𝐸𝑌𝑁𝑂𝐿𝐷𝑆 𝐴𝑠 𝐷𝑜𝑢𝑏𝑙𝑒, 𝐸𝑃𝑆𝐼𝐿𝑂𝑁 𝐴𝑠 𝐷𝑜𝑢𝑏𝑙𝑒) 𝐴𝑠 𝐷𝑜𝑢𝑏𝑙𝑒 

𝐷𝑖𝑚 𝐴, 𝐵, 𝐶, 𝑓, 𝑙𝑛 𝐴𝑠 𝐷𝑜𝑢𝑏𝑙𝑒 

𝐼𝑓 𝑅𝐸𝑌𝑁𝑂𝐿𝐷𝑆 <  2320 𝑂𝑟 𝑅𝐸𝑌𝑁𝑂𝐿𝐷𝑆 >  100000000# 𝑂𝑟 𝐸𝑃𝑆𝐼𝐿𝑂𝑁 <  0 𝑂𝑟 𝐸𝑃𝑆𝐼𝐿𝑂𝑁 >  0.05 𝑇ℎ𝑒𝑛 

𝑆𝐸𝑅𝐺𝐻𝐼𝐷𝐸𝑆 =  𝐶𝑉𝐸𝑟𝑟(𝑥𝑙𝐸𝑟𝑟𝑉𝑎𝑙𝑢𝑒) 

𝐸𝑥𝑖𝑡 𝐹𝑢𝑛𝑐𝑡𝑖𝑜𝑛 

𝐸𝑛𝑑 𝐼𝑓 

𝑙𝑛 =  2 / 𝐿𝑜𝑔(10) 
𝐴 =  −𝑙𝑛 ∗  𝐿𝑜𝑔(𝐸𝑃𝑆𝐼𝐿𝑂𝑁 / 3.71 +  12.585 / 𝑅𝐸𝑌𝑁𝑂𝐿𝐷𝑆) 
𝐵 =  −𝑙𝑛 ∗  𝐿𝑜𝑔(𝐸𝑃𝑆𝐼𝐿𝑂𝑁 / 3.71 +  2.51 ∗  𝐴 / 𝑅𝐸𝑌𝑁𝑂𝐿𝐷𝑆) 
𝐶 =  −𝑙𝑛 ∗  𝐿𝑜𝑔(𝐸𝑃𝑆𝐼𝐿𝑂𝑁 / 3.71 +  2.51 ∗  𝐵 / 𝑅𝐸𝑌𝑁𝑂𝐿𝐷𝑆) 
𝑓 =  𝐴 − (𝐵 −  𝐴) ^ 2 / (𝐶 −  2 ∗  𝐵 +  𝐴) 
𝑓 =  𝑓 ^  − 2 

𝑆𝐸𝑅𝐺𝐻𝐼𝐷𝐸𝑆 =  𝑓 

𝐸𝑛𝑑 𝐹𝑢𝑛𝑐𝑡𝑖𝑜𝑛 

3.2.3. Vatankhah approximation 

The Vatankhah approximation [25] is given in Eq. (6) with the related algorithm in Fig. 

9 (few versions of this approximation are available in [25], where for one of those 

approximations, Brkić and Praks [36] estimate its maximal relative error of no more than 

0.0028%). This approximation is related to [47,48]. 
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Fig. 9 Algorithm for the Vatankhah approximation 
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The VBA code based on algorithm from Fig. 9 is given as: 

𝐹𝑢𝑛𝑐𝑡𝑖𝑜𝑛 𝑉𝐴𝑇𝐴𝑁𝐾𝐻𝐴𝐻(𝑅𝐸𝑌𝑁𝑂𝐿𝐷𝑆 𝐴𝑠 𝐷𝑜𝑢𝑏𝑙𝑒, 𝐸𝑃𝑆𝐼𝐿𝑂𝑁 𝐴𝑠 𝐷𝑜𝑢𝑏𝑙𝑒) 𝐴𝑠 𝐷𝑜𝑢𝑏𝑙𝑒 

𝐷𝑖𝑚 𝐴, 𝐵, 𝑓, 𝑙𝑛 𝐴𝑠 𝐷𝑜𝑢𝑏𝑙𝑒 

𝐼𝑓 𝑅𝐸𝑌𝑁𝑂𝐿𝐷𝑆 <  2320 𝑂𝑟 𝑅𝐸𝑌𝑁𝑂𝐿𝐷𝑆 >  100000000# 𝑂𝑟 𝐸𝑃𝑆𝐼𝐿𝑂𝑁 <  0 𝑂𝑟 𝐸𝑃𝑆𝐼𝐿𝑂𝑁 >  0.05 𝑇ℎ𝑒𝑛 

𝑉𝐴𝑇𝐴𝑁𝐾𝐻𝐴𝐻 =  𝐶𝑉𝐸𝑟𝑟(𝑥𝑙𝐸𝑟𝑟𝑉𝑎𝑙𝑢𝑒) 
𝐸𝑥𝑖𝑡 𝐹𝑢𝑛𝑐𝑡𝑖𝑜𝑛 

𝐸𝑛𝑑 𝐼𝑓 

𝑙𝑛 =  2 / 𝐿𝑜𝑔(10) 
𝐴 =  0.12363 ∗  𝑅𝐸𝑌𝑁𝑂𝐿𝐷𝑆 ∗  𝐸𝑃𝑆𝐼𝐿𝑂𝑁 +  𝐿𝑜𝑔(0.3984 ∗  𝑅𝐸𝑌𝑁𝑂𝐿𝐷𝑆) 
𝐵 =  ((1 +  𝐴) / (0.52 ∗  𝐿𝑜𝑔(𝑙𝑛 ∗  𝐴)))  −  (𝐴 / (1 +  𝐴)) 
𝐵 =  1 + (1 / 𝐵) 
𝑓 =  𝑙𝑛 ∗  𝐿𝑜𝑔(0.3984 ∗  𝑅𝐸𝑌𝑁𝑂𝐿𝐷𝑆 / ((𝑙𝑛 ∗  𝐴) ^ (𝐴 / (𝐴 +  𝐵)))) 
𝑓 =  𝑓 ^  − 2 

𝑉𝐴𝑇𝐴𝑁𝐾𝐻𝐴𝐻 =  𝑓 

𝐸𝑛𝑑 𝐹𝑢𝑛𝑐𝑡𝑖𝑜𝑛 

3.2.4. Romeo et al. approximation 

The Romeo et al. approximation [28] is given in Eq. (7) with the related algorithm in 

Fig. 10. Eq. (7) is improved by genetic algorithms [35,45,46]. 
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Fig. 10 Algorithm for the Romeo et al. approximation 

The VBA code based on algorithm from Fig. 10 is given as: 

𝐹𝑢𝑛𝑐𝑡𝑖𝑜𝑛 𝑅𝑂𝑀𝐸𝑂(𝑅𝐸𝑌𝑁𝑂𝐿𝐷𝑆 𝐴𝑠 𝐷𝑜𝑢𝑏𝑙𝑒, 𝐸𝑃𝑆𝐼𝐿𝑂𝑁 𝐴𝑠 𝐷𝑜𝑢𝑏𝑙𝑒) 𝐴𝑠 𝐷𝑜𝑢𝑏𝑙𝑒 

𝐷𝑖𝑚 𝐴, 𝐵, 𝑓, 𝑙𝑛 𝐴𝑠 𝐷𝑜𝑢𝑏𝑙𝑒 

𝐼𝑓 𝑅𝐸𝑌𝑁𝑂𝐿𝐷𝑆 <  2320 𝑂𝑟 𝑅𝐸𝑌𝑁𝑂𝐿𝐷𝑆 >  100000000# 𝑂𝑟 𝐸𝑃𝑆𝐼𝐿𝑂𝑁 <  0 𝑂𝑟 𝐸𝑃𝑆𝐼𝐿𝑂𝑁 >  0.05 𝑇ℎ𝑒𝑛 

𝑅𝑂𝑀𝐸𝑂 =  𝐶𝑉𝐸𝑟𝑟(𝑥𝑙𝐸𝑟𝑟𝑉𝑎𝑙𝑢𝑒) 
𝐸𝑥𝑖𝑡 𝐹𝑢𝑛𝑐𝑡𝑖𝑜𝑛 

𝐸𝑛𝑑 𝐼𝑓 

𝑙𝑛 =  1 / 𝐿𝑜𝑔(10) 
𝐴 =  𝑙𝑛 ∗  𝐿𝑜𝑔((𝐸𝑃𝑆𝐼𝐿𝑂𝑁 / 7.646) ^ 0.9685 + (4.9755 / (206.2975 +  𝑅𝐸𝑌𝑁𝑂𝐿𝐷𝑆)) ^ 0.8759) 
𝐵 =  𝑙𝑛 ∗  𝐿𝑜𝑔((𝐸𝑃𝑆𝐼𝐿𝑂𝑁 / 3.8597)  − (4.795 ∗  𝐴 / 𝑅𝐸𝑌𝑁𝑂𝐿𝐷𝑆)) 
𝑓 =  −2 ∗  𝑙𝑛 ∗  𝐿𝑜𝑔((𝐸𝑃𝑆𝐼𝐿𝑂𝑁 / 3.7106)  −  5 ∗  𝐵 / 𝑅𝐸𝑌𝑁𝑂𝐿𝐷𝑆) 
𝑓 =  𝑓 ^  − 2 

𝑅𝑂𝑀𝐸𝑂 =  𝑓 

𝐸𝑛𝑑 𝐹𝑢𝑛𝑐𝑡𝑖𝑜𝑛 
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3.2.5. Buzzelli approximation 

The Buzzelli approximation [27] is given in Eq. (8). 
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 (8) 

3.2.6. Praks and Brkić approximation based on the Wright ω-function  

and series expansion 

The Praks and Brkić approximation [23] are based on the Wright ω-function and on its 

series expansion. It is given in Eq. (9). 
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3.2.7. Offor and Alabi approximation 

The Offor and Alabi approximation [26] is given in Eq. (10). 
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3.2.8. Shacham approximation 

The Shacham approximation [30] is given in Eq. (11) and is known also as Zigrang and 

Sylvester approximation [49]. 
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3.2.9. Lamri approximation 

The Lamri approximation [24] is given in Eq. (12). 
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4. CONCLUSIONS 

Nine explicit approximations of the Colebrook equation are examined in this review paper. 

They are divided in two groups: 1) Extremely accurate approximations with the relative error 

of no more than 0.01% and 2) Very accurate approximations with the relative error between 

0.01% and 0.1%. The most complex approximation is executed using the here presented VBA-

Excel code only 2.06 times slower compared with the code for the simplest approximation of 

nine presented in this review paper. Therefore, using balance between the smallest relative error 

and the speed of execution in computers as a criterion for choosing the appropriate 

approximation for use in large computing simulations, the Praks and Brkić approximation [23] 

based on the Wright ω-function and on symbolic regression, given in this review paper in Eq. 

(4), is the most suitable and can be recommended for use. Almost equally suitable are 

approximations by Serghides [29], Vatankhah [25], and Romeo et al. [28]. 

UDFs written in the VBA, a common programming language for MS Excel spreadsheet 

solver prepared for the presented approximations to the Colebrook equation are suitable 

for use of those engineers who use spreadsheet solvers in their everyday work. Also, the 

shown UDF for the principal branch of the Lambert W-function [50] can find much wider 

use in engineering than those for solving of the Colebrook equation. 
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